DSA PROBLEM DAY 7

PROBLEM 1:

NEXT PERMUTATION :

CODE:

import java.util.\*;

public class Main {

public static void main(String... argv) {

Scanner scan = new Scanner(System.in);

System.out.println("Enter the size of the array :");

int n = scan.nextInt();

int[] arr = new int[n];

for(int i=0;i<n;i++){

arr[i] = scan.nextInt();

}

int i = n-2;

while(i>=0 && arr[i]>=arr[i+1]){

i--;

}

if(i>=0){

int j = n-1;

while(j>=0 && arr[j]<=arr[i]){

j--;

}

swap(i,j,arr);

}

reverse(i+1,n,arr);

System.out.println("Next permutation is");

for(int i1=0;i1<n;i1++){

System.out.print(arr[i1]+" ");

}

}

public static void swap(int i,int j,int[] arr){

int temp = arr[i];

arr[i] = arr[j];

arr[j] = temp;

}

public static void reverse(int start,int n,int[] arr){

int end = n-1;

while(start<end){

swap(start,end,arr);

start++;

end--;

}

}

}

OUTPUT:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAaQAAAB9CAYAAADtChdmAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAABhaVRYdFNuaXBNZXRhZGF0YQAAAAAAeyJjbGlwUG9pbnRzIjpbeyJ4IjowLCJ5IjowfSx7IngiOjQyMCwieSI6MH0seyJ4Ijo0MjAsInkiOjEyNX0seyJ4IjowLCJ5IjoxMjV9XX0ieWzpAAAXH0lEQVR4Xu2dv04rPROHB+pzriAiFBRwAW8ThYJQQp9PAiTaQJ+CI6WKBEV6khbpQJEeSkJBlFuA4hSAch18Hnu9691sst4/SZzwe17teSFZ1mOv12PPzHo2fv369U0AAADAktn0/g8AAAAsFSgkAAAATgCFBAAAwAmgkAAAADgBFBIAAAAnKFQh7V3e08v9Je1tbHifpGdjY48u71/o5ebY+2QxSNlfspVrK3MR7QOKJc99BwEbe5d0z+34w/r3ovvPurezr5D8QZUrK497utxLV+H37gONSnU6P/I+mIJu1Jtj9xp0/PXP+6l4bNpn4/jGuAf6uKFjRzvfZL/xjiUP8Gn72DzvexL+oDbluL/c884sDpefwXkxbTA/vlHtnKctltl/1gmpkDY2jul60KM69alRq9HBwQHVam2i84tUWvj7+5FeR0SV/QSN5CBvt6ey3qe3b94nxWPTPt+PV1IOfTT6Y+8bxxl1fJlrjT6NK82VWHUs4r4noWXw207812+o53DZstny/XZLpyzv6S29fTv+amOpSoe76kce+/Yr6ucsLLr/rFQ7Z0AqpKPrJlXGQhmddf1Kfn+/0e1V+ko/yRH3JPXq6qfwE9qHH5o2K1L0g5VFrSbSW0mcZmeLSmKc649KtLXjfXa0T+V+h1Zl3rfubOoZwnj4bKV8tHlhqhnh6U7c3BJV9RTEQP/toFenkvi90hz4Zok4s1TIlBFjM50wdRgzcmn64r/RJjD+WS/ZjbImTGQxs/qpJpUkmWK+n9U+aUise8xgok0W5r2bdZ08vH98ej8p/Psh+tuNUV7UTGIrjzazqCOoq/77pD5mc98108rSpLlWXmzKmjjHqLdt+6hJBVG9N5hqypq4V3wkPRN8GDIrWRfbV5/FpFBbKY72yzR8Vua28nbwTCaVlXQftCmb5Q9dK25MSGBV2zkLm7S7TWXxw+fHu/okJ7yyeh6OqVQ/n1AwenmrzBJs5QnMEgcHV/RoKsRKk3rVoTQh1mod6XtpXQQdhhu4RW3/7+U54m9CilL8Te/kixpcnlimt1pb9CDLrpC2mmkTWa3WmDpLMk0q8tyOWOXQiDrGilKSIDMzq31sSaz706uQrkT1iLNq97AqPh3RQ1fda6s2zMjutuxVFOpWfD8GTSLvvrM5stK8DimJJHl4AsUKrVmOmJcPVV1t+5jNfU8qi2GZVZX090rmeTzENmXxAPO3WZla7zTPIJ/LfV0qrZj6RJ8L+VhEcLKvcpmVfToWbXVSHtJzZOizKcum/zCleo96Ww/BdWLGhCRWtp0zsCmXsd4vNujGmWUzlc57Y9DPhGFC1L6Xkr/OVh3ClCHuHGb00CXV1KKWwzt6ev8Qw2R2pL9NPvB/wgqUSZBZk7d9kurOv9/xU8IPnR7sxYztsCraYPQaGpRt2jAtPCi26iXRHHcTbcQD4NWj+uz9eSgGxTLpiamNPLsXJ6LlwpMBaV6+fZQ/F0lSWdymFyeVUD3j2r4IrMuSz/OYivKx8z3xfYIZZvcu9VU1SWKeRJll2j/fEmPCszc+BBT6XPCY8OdJ/pjrOgm41M55mMt7SLoSuYIbPj/Cq48YwqYUMZOdcE6GH8wiVoHS3zbq+INqCAuZmSLaJ6nuarA3lN7uIVVLY+rfqYdDk9yGlvCA5V2DzUGfQvGYHVsxolejeOWgPaXbt6DNkuTZ2Qo/QPMkuawd4lN4FmzK3BPKuHgsy/JMwmxqizPRZIHv05k3u+8NghWtLc71VQGXWa6wue5dPI9vxBZmc9AtrCzLMaEIXGzntGzSvy8hZNh+WgRPdzyrmp9TmxutWRGzV898wUfcUrZIeDkry/RmPHnI0z42dedB5MFQenJpPg6bJwptQyPKjo9YhZ1Akjw8o/MnuXMmTVlhs5c+IibogkgqS67gTrUpqRjFJM2AAy/wqRZjGZiBk31VEDcZ0hRd1iJwtZ3TsinUJg2FRipVD1Mvx2cir5vfeR+HH6q5oJkyo2zzZeo30j2QU0nTPuMv0gu9NHVXEX28RFdLczZf6tnaMtpwFjby6JmsqtN8Jjoau7L+0Ze0gugp5zxJV9aEYkp6OXAKPAmTARA84UgZaryKfdW158KGVWznaWxyx+22xWydl+PXQaflGeLlzfRIjiQnF193qvPe8+Nkf5DVwymWdb58SrPLHwuH2+KiVSfqt2NnVFmY1j57lzf+bJY7yDn7YkIRkCnqLh2ZYol+wUvzsLls0W2YjJ08cmUp6tSM9tXLiNM9dx9LLkvfQzZXzvsF0+xlKVPfxIubFu3Dz/pA3AC5KrvK4qNzq69KE2yiCW05zwWXIU1kmYJh3GrnPEgfkm8jNv0AgxbRXaA9szDNec8+lD/aUeqVFxf2PY2QEh2osNWTr0aml0i1gh3wi8FsjvdlCswcuxct+V3Ufp/XFBLXPu/dV9qSZhaWqUnlfiPiZLSvu3ZkVuqsTMMBBkW2YRHYyjO1rz6HzahJfczmvtuUxUE+KlpQyewfc4iysykrGrIb14eYpPZRgSmi2zSCIJS0rFxfFQPxLr1blWXTf2xJYx6OY53GhLlnjJUalsNmoyHSQIL2AeuC7MvUybiaArasczvPJcrORJo9jK06QBi0D1hF2Jx8E3n/6aTC7ofwShXk46e189xXSACA9UQGPBgOBvMdM1AcP6mdoZAAAAA4wdxNdgAAAIANUEgAAACcAAoJAACAE0AhAQAAcIIfrZDkW/ecfnsOLzHmxX/B0UHZZhF9MbPIHQxcvl8AgPxIhcRhheYg4h8ZtpvnOHlO+DTvrVRscU2etKxSrn7uRz3v7X69MWPa8NRVv18AgOwYK6TwDq/yWNO87auATd4p1zjinRkjuwcDAIAt8CGBYllg/hcAwHohX4xVbwJzauT41Apsu7/426PqsEFtagVJwYwMqew7mJ6YjFdfwbWjbx4Tb21v7Mskv+fU42cfdM55WLzP07yhbCPPE+3KetU/O9T4OomtlyZJZlsmrpOybZipdYvIXZTME+VNuU6ePbZcvV9JdZflJPRVm3OYWWWp79gcehbacZ5NnH+9hIhpzaO6vHHM5qsALINUK6RZ+eG1iSkpV78aKFj5qe91zvYJR7XccVaeKM/jHWcrTftslbbySET5veqQGkKmuLz31jInIAcPMUjOkoVTCKsypufq13XTR01m0BKD9oQyyi+zGrQ+p16Hy9E+Rzn+83fe72l8kE7eL3GdlpiCaTn0dSZSr9j01YRzkspSO8NP5s86Oq9TSSjkSNJPAFYSQyFVqOltOe4f0QeYZ6I58sPLldZJRVwm2PZcb4eukkaFBy9zBqnS75ap4MS2CmOGHa1XWplnsrMlhpRwWvW88OaL11LJGausgmTW+ZjMa/N1/rAC9LLdagXKh9KLYlbv/T43H+SC7hfXLZz6Y3qft+mrs85JKsv/3UikyfeH3XZmkrU0rKKfEqw3s4MaoiaO3P4BlSwsmlco3lQTTh41K+VwbmbWK43MCTzdFZZWWnN03aSKUAJhc01BMh/ti2lKjAKVae9LlGIuUiyLul8CNkOa1zGtgAE2fTX5nKSy1M7wdfKTv8r7E02yBsDqspSghrA5Rh8Rs4xjFCEzJ8AKpZXOqZjYzCPz33ur1iir2M5FUUTdpU+M29eYqMlV4BywKkumveeFntJIHNVorgQBWHUWrJBUitw8aaUXT/EyTygmf8prj/JHlanfiAtEKUjmaSshaXp0dWZeTN21OYxGr3Mf8G3Lkhk9H4SWkqZH/psRPXQRYw/Wh+IV0oxc/fxAPcspXnNxLz7OkMeG+cqszEtpX36VfhKZX7oda8IsSmY2K8nxz3S+i4GQfVZzm5k7c7+UYuO01tpno1Yx8seCSVHW06uYCrC/l021+ZQlB6ywaXAiSAOAJTE7qCHDTg3sfJ2Vq58dqSrCKCGAoiCS5LGhKJn1AKCPgRhUypGQW33OrFz9uxct+V3UT2KeU5TMj1dsOgr6RpzMReLK/ZKrkbby2fS8up98NeR1iyZNWdw+MkBDrF37CK0DawYS9AGwYshQfA57j7x7BcCqs5SgBgBANjiQRb4g24YyAusHVkgArACBT2k8sVsDAOsCFBIAAAAngMkOAACAE0AhAQAAcAIoJAAAAE4AhQQAAMAJoJAAAAA4QSjKTuWRCfYrMbfLBwAAAOaJr5CC3YbjNusEAAAA5otUSGplxMksoYwAAAAsB+lDQl4VAAAAy2ZT52L5/NihG3Nn5Aw7fQMAAABZ8aPsKs19evWyVcrEcVSn3nXOBG8AAACAJb5CGnUC/5HMzyIzs51kTq8NAAAApMFXSOXtXe8nAAAAYPEIhaTSJ5e2dryPFLvbZfHvJ30gZT8AAIAFsBlnnuNAh/N6CZF3AAAAFob/YqxMiyyUkGbcb9Dp7Zv3GwAAADBfkKAPAACAE/hBDQAAAMAygUICAADgBFBIAAAAnAAKCQAAgBNAIQEAAHACKCQAAABOAIUEAADACaCQAAAAOEEkhbn8TDLq1OjqMfs7syoLLV8we1p0f/eIUYcOrh69T+3g7Y+uB00yqhQiTf2CuoTJ0kbRa2FHDAAAUMgVklRGJAb9gwOVD6kzokpzQDfH2VJPbGzs0cXJNFWQzMbeJd2/vFCLHqg/9j5Myff3I1159TEPrptQA/T1T51nDytWlS9KH1mVESsyKUujT1Tv0f3lnncGAAD8XKRCerwSA6y5Anm6k4qgsp8tQd/uRYvqJTGAy8E/HXJl06vSsFGjs25qrTETX1GOHuj2LfvqLwtB2R1fkX2/3RLva1uqHiI7LwDgx1O4D8ncKfzJ+ywNamVzOh+FcXQuFOWY+ndZJMvJ7iFV2fr4GpSt08cLjUSHSEcFAPjhTFFIO7QlBs9xersWHV03qTLuU7vrViIlf4UyHtJzJtEq1BwM6OXlRR6pzZk7WyTUtG8qZLPk30GTqN8Xn5Yoko4KAAB+HLEKSSoVMUwOU47cPMgqi1iX3lzLo6RXKBlk+368CvmOGv2x9LFl9f1IZeSZJf88ex8CAMAPZ0Ih6Wi7cb+dymwmVyCtOpUMH4lLHJ0L2cTKrQhr3Xu3LX1smXw/h9c0kMrobOF+LAAAcJmQQuIwa6WMMoQiL9M/k0DRKzfOsvvx6f1iy78vaZqr14k6NUMZRUx5AADwU/EVEock63d+srwXc6S881TvBX4W9b6N9r3c0PGSIsnk6ohGZMQT5MIPRvj8sFdw78805BD20Wvonazd7XIOvxYAAKwPUiH5L2tmeAFVI0PHDT8LH+qdH/3+zlWml2PzoldHHPVXVPnKxybq9cdew/Gqqssx3pWmHxDBsrXEJMBJnxsAACyYjd+///u++NsjXhzFkWfHBqXo2ESVbqeG6K4RAWPqp/S9qGtl3y2C8XeM0ORQ3NGdGvLuiAEAAOuCv3UQAAAAsExiw74BAACARQOFBAAAwAmgkAAAADgBFBIAAAAngEICAADgBFBIAAAAnAAKCQAAgBNAIa05/FKv3Mrp5tj7ZLm4Jg8AwB02eV+2G7n3XHivOd5R4OXlni73it9/jrfM4RTlWVOkrzJF1T3tdbLktponrskDAFg+/gppPC7TyQXSlq4bb7encl/BLBvmzgPX5AEAuIOvkD6HQ6Is+X0AAACAAtj4/ft/39dyB9QGfZ20iNpq81K1CWg5tJlpdGNQc5NRNiH97ak0D+ZGpnpjUs6x1KZWeJPSEPYboMpkgH97VB1GrjnuU+MsvHP2LJkZ+f3Jl/i7DzoX7aDP1Jue+t8/bFGPr8NltIlaRl2faFfKU/8MX1tu7Erqs4kNWkPEt5mPIbPtdZLqrZlVVpp2TsJWnonzUvQLAMBqYwQ1vFP34ZPq50fe72HUQME7d3MqiQOq1To0qjR95/T32y2dNfo0FkO6Nv3p9Ao64Z8219TkeTwmqWupI316ilK9R73qkBpCplqtQX2qU+86kD9JZp+S+Dt1ojxPpSi/Dnxq/D0rJZa7VKVWa4sevLruxzfXBLZ1Z5lbYvjX32mZdbp02+votOuyXfjEGJQy+kxsH9nOWw/BOaI9WinNuzbyyEmNUEZ5+wUAYDUJR9k9vYoBaX8ikZ6cKZ9UhGIJcgp9fz/SHY8sxvlSKXVGYgBr0eXeMV3zKkLMhOfmLzBm6pxv6Jkz4Hny2Mqs0Ssi5v15KAb7Mm0bYy7nLFI59MQqYXhHT+8flDZprA08cJvtxTK/jkSpWzveJ8XAwSznYrIw6gSrDy7rD+ewqpyEg1m4nb3cT/OSR4LsuQD8aEIKSQ02cbP+HdoS4zDPlHU2WD7iTEc8oHZGnDk2fRK71EQytr7LvOJakdjLLNRNKJssK9bTg1Mj71J4kPz8mG96Vzb1mTKHLFhFcbQv7k/M4O+lWg/pmzSZcfPwdCdWTzrr8HwiPAEA7hJeIQme7vpUPrmgOINM2JQSb1LhlQln5XYFG5ldIkgoGMgtE+/+AHiVe3uqzXpQTAD8NCYUEr0/05CqdLjt/S75R1/S0pXsMNm9aFG9xANqR6w7KtT8e7GwyL1dqQk/SS1g7GWeB1kUM5vR9nk1NHqdv8KMWwkx0mwWXjEumgnFNMWvCQBYLyYUkvLFEFWrwWga+GeaM1/EZIc8m8SUX8LzR8Q5wD3/S5HKIgigUD4jW5mLICjL8F9NSws/s+5KiVJ521fiU9O552xDNks+sLvICN5ghXgtCjP9bstFmV3xEi0AP4PJFZLgvftAn6XwaMrRXSr6jM0oho/Di8jyw3VHHT84QPmTlB/HVArSec5RYhzR5V8rvFOEFcbfD3p1+uzUQgEBSTIXyXu3LWbzYkU4GNBgoEKluewos+rOiq3bFt/JqD8l88lX+uswHEHHn7EsUjH65wUmsMcrNgcqmdW5TSp7EZFFYyOPPkcf85QHAOAeG79+/XLTmTIDfwUSee8HAADA6hK7QgIAAAAWDRQSAAAAJ1hJkx0AAID1AyskAAAATgCFBAAAwAmgkAAAADgBFBIAAAAngEICAADgBH6UXXSLGjMdQxb8nRsyJFgL/jZMFpmi19K5mbLgJ7ObklxuFnJbnkGQADBK3vYGAIBVR66Q/Mym3u7Stc5IbreTdQ84nYsoH+Edr/nIqoz0jt+c1I7qPT/ZnS28T979ywu16GFqcrkkeKufK6Mu+uC2jqa3AACAn4hUSLynWWjGL/PSZN+409/xe4l5E3ylaO6t520oWqoeWu9ALlc2vSoNGzU66xarNQIZH4zcSwAA8DMp3IekM5HyjtFLzGAgtOIhVdm6ZuRR8NM7lKp0aJmBW61szGR9BXJ0LhT3mPp3S20pAABwgikKKfu2/0fXTaqM+9Tu5s2qGuxCzUdq82EkHTab3f4OmkT9fnweoAXjr47GQ3qebwJaAABYCWIVklQqYtgephwpedBXFqhurpTXnLbC9LPoFBJpfT8aqYw8s9ufZ+/DZaNXcDnbCgAA1oUJhaSj7cb9diozlZzxt+pUMnw2RaFyDaXz/fgcXtNAKqMzp/w0R+eircRKEtY6AABQhBQShzUrZZQhNHqO/hBOXPfB6VHT4KXorteJOjVDGUVMecugqJUkAACsE75C4hBp/Y5Nlvd0jlS0ANV7gd9Hvf+jfUEZMsJ6+MEInx/2A/j7M3FWcRq9ht6B2t0uL91vI1dHNCIj3gIAAH48UiH5L49meOFTI0PHDb8PH+odG/0+0VWql2NNlE9LXOeP/Qgu04FzjHel6QdE8MqkJZTuMlcmenXEUYhZ2wMAANaRjd+///uW6cDF4iiOPDsIKEXHJrN0OzX4OyJocijK6E4NWeoT3cUiYEz9lL4pda30u1cAAMC6gwR9AAAAnCA27BsAAABYNFBIAAAAnAAKCQAAgBNAIQEAAHACKCQAAABOAIUEAADAAYj+DzIl9AMb3ER+AAAAAElFTkSuQmCC)

PROBLEM 2:

Longest Substring Without Repeating Characters

CODE:

import java.util.\*;

public class Main {

public static void main(String... argv) {

Scanner scan = new Scanner(System.in);

System.out.println("Enter the String :");

String s = scan.next();

Map<Character,Integer> map = new HashMap<>();

int max=0;

int left=0;

int right=0;

while(right<s.length()){

if(map.containsKey(s.charAt(right))){

max = Math.max(max,right-left);

left = Math.max(left,map.get(s.charAt(right))+1);

}

map.put(s.charAt(right),right);

right++;

}

max = Math.max(max,right-left);

System.out.println("Max is " +max);

}

}

OUTPUT:
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PROBLEM 3:

REMOVE LINKED LIST ELEMENTS

CODE:

class Solution {

public ListNode removeElements(ListNode head, int val) {

while(head!=null && head.val==val){

head = head.next;

}

ListNode prev = head;

ListNode temp = head;

while(temp!=null){

if(temp.val==val){

prev.next = temp.next;

temp = temp.next;

}else{

prev = temp;

temp = temp.next;

}

}

return head;

}

}

PROBLEM 4:

class Solution {

// Function to check whether the list is palindrome.

boolean isPalindrome(Node head) {

Node mid = findMid(head);

Node SecondHead = reverse(mid);

while(head!=null && SecondHead!=null){

if(head.data != SecondHead.data) return false;

head = head.next;

SecondHead = SecondHead.next;

}

return true;

}

public Node reverse(Node head){

Node prev = null;

Node temp = head;

while(temp!=null){

Node front = temp.next;

temp.next = prev;

prev = temp;

temp = front;

}

return prev;

}

public Node findMid(Node head){

Node slow = head;

Node fast = head;

while(fast!=null && fast.next!=null){

slow = slow.next;

fast = fast.next.next;

}

return slow;

}

}

PROBLEM 5:

MINIMUM PATH SUM:

CODE:

class Solution {

public int minPathSum(int[][] grid) {

if(grid.length==0){

return 0;

}

int m = grid.length;

int n = grid[0].length;

int[][] dp = new int[m][n];

for(int i=0;i<dp.length;i++){

for(int j=0;j<dp[0].length;j++){

dp[i][j] += grid[i][j];

if(i>0 && j>0){

dp[i][j] += Math.min(dp[i][j-1],dp[i-1][j]);

}else if(i>0){

dp[i][j] += dp[i-1][j];

}else if(j>0){

dp[i][j] += dp[i][j-1];

}

}

}

return dp[dp.length-1][dp[0].length-1];

}

}

PROBLEM 6:

VALID BST :

CODE:

class Solution {

// Function to check whether a Binary Tree is BST or not.

boolean isBST(Node root) {

return helper(root,Integer.MIN\_VALUE,Integer.MAX\_VALUE);

}

public boolean helper(Node root,int min,int max){

if(root==null) return true;

if(root.data<=min || root.data>=max) return false;

return helper(root.left,min,root.data) && helper(root.right,root.data,max);

}

}

PROBLEM 7: